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# Задание 1

## 1.1. Постановка задачи

Задание № 1. Ввести массив, состоящий из N элементов целого типа. Массив является элементами целого дробной части числа в двоичной системе счисления. Проверить правильность введения элементов двоичного числа, т.е. в массиве должны быть только 0 и 1. Считается, что в массиве ведены только те цифры, что стоят после запятой. Если число введено верно, то перевести его в десятичную систему счисления и поэлементно записать число в массив, так же только цифры после запятой ограничиваясь 6 цифрами после запятой, если число при переводе не конечно). Пример:

|  |  |
| --- | --- |
| В 2-ой | В 10-ой |
| |  |  |  |  | | --- | --- | --- | --- | | 1 | 0 | 0 | 1 | | |  |  |  |  | | --- | --- | --- | --- | | 5 | 6 | 2 | 5 | |
| 0,1001 | 0,5625 |

## 1.2. Решение задачи, код программы

import java.util.\*;  
import static java.lang.Math.\*;  
public class Lab8Tsk1 {  
 public static void main(String[] args) {  
 System.*out*.println("Pls, enter the length of the array");  
 Scanner scan = new Scanner(System.*in*);  
 int N = scan.nextInt();  
 double S = 0; // сумма из 2 в 10  
 int[] binary = new int[N];  
 int[] decimal = new int[N];  
 int M = N;  
 for (int i = 0; i < N; i++) { // заполенеие 2 массива  
 System.*out*.println("Pls, enter the binary digits to fill in the number-array\n" + M);  
 int m = scan.nextInt();  
 while (m != 0 && m != 1) { // проверка польз  
 System.*out*.println("Pls enter 0 or 1");  
 m = scan.nextInt();  
 if (m == 0 || m == 1) {  
 break;  
 }  
 }  
 binary[i] = m;  
 M--;  
 }  
 for (int k = N - 1; k >= 0; k--) {  
 S += *pow*(2, (-1 \* (k + 1))) \* binary[k]; // из 2 в 10  
 }  
 S = *round*(S \* 1000000d) / 1000000d; // округление до 6 цифр после  
 S \*= (*pow*(10, N)); // преобразование без ","  
 int Si = (int) S;  
 for (int j = N - 1; j >= 0; j--) {  
 decimal[j] = Si % 10; // массив 10 заполнение  
 Si /= 10;  
 }  
 for (int j = 0; j < N; j++) {  
 System.*out*.print(binary[j]); // 2 вывод  
 }  
 System.*out*.print(' ');  
 if (N <= 6) {  
 for (int j = 0; j < N; j++) {  
 System.*out*.print(decimal[j]);// вывод 10  
 }  
 } else {  
 for (int j = 0; j < 6; j++) {  
 System.*out*.print(decimal[j]);// вывод 10  
 }  
 }  
 }  
}

## 1.3. Тестирование работы программы с проверкой

Таблица 1

Тестирование работы программы и проверка результатов решения

|  |  |
| --- | --- |
| № п.п. | Решение Java |
| 1 |  |

# Задание 2

## 2.1. Постановка задачи

Задание № 2. Даны два массива действительных чисел по N и M элементов. Найти количество элементов, которые встречаются в 1 и 2 массиве одновременно (если есть повторения, то их не учитывать, так как один раз уже совпадение найдено). Подсчитать количество вхождений найденных одинаковых элементов в каждый массив и организовать вывод для каждого элемента в виде одномерного массива, где в 0 ячейке записано число, в 1 ячейке количество его вхождений в 1 массив, во 2 ячейке количество его вхождений во 2 массив.

## 2.2. Решение задачи, код программы

import java.util.\*;  
public class Lab8Tsk2 {  
 public static void main(String[] args) {  
 Scanner scan = new Scanner(System.*in*);  
 int N = scan.nextInt();  
 int M = scan.nextInt();  
 int[] mas1 = new int[N];  
 int[] mas2 = new int[M];  
 ArrayList<Integer> com3 = new ArrayList<>(); // массив общих эл  
 for (int i = 0; i < N; i++) {  
 mas1[i] = scan.nextInt();  
 }  
 for (int j = 0; j < M; j++) {  
 mas2[j] = scan.nextInt();  
 }  
 for (int i = 0; i < N; i++) {  
 System.*out*.print(mas1[i] + " ");  
 }  
 System.*out*.format("%n");  
 for (int j = 0; j < M; j++) {  
 System.*out*.print(mas2[j] + " ");  
 }  
 System.*out*.format("%n");  
 for (int j = 0; j < N; j++) {  
 int ctmas1 = 0;  
 int ctmas2 = 0;  
 for (int t = 0; t < N; t++) {  
 if (mas1[j] == mas1[t]) {  
 ctmas1++;  
 }  
 }  
 if (!com3.contains(mas1[j])) { // проверка на повтор эл в 1 масе  
 for (int k = 0; k < M; k++) {  
 if (mas1[j] == mas2[k]) {  
 ++ctmas2;  
 if (!com3.contains(mas1[j])) {  
 com3.add(mas1[j]);  
 }  
 }  
 }  
 }  
 if (ctmas2 > 0) {  
 int[] resultForElement = {  
 mas1[j],  
 ctmas1,  
 ctmas2  
 };  
 System.*out*.println(Arrays.*toString*(resultForElement));  
 }  
  
 }  
 }  
 }

## 2.3. Тестирование работы программы с проверкой

Тестирование работы программы и проверка результатов решения

|  |  |
| --- | --- |
| № п.п. | Решение Java |
| 1 |  |

# Задание 3

## 3.1. Постановка задачи

Задание № 3. В одномерном массиве с четным количеством элементов (2N) находятся координаты N точек плоскости. Они располагаются в следующем порядке: x1, y1, х2, y2, x3, y3, и т.д. Пользователем введены координаты центра и радиус окружности 1 (внутренний радиус кольцевой области) ![](data:image/x-wmf;base64,183GmgAAAAAAAOABYAIBCQAAAACQXQEACQAAA5YBAAACAI8AAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJgAuABCwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///6b///+gAQAABgIAAAUAAAAJAgAAAAIFAAAAFAIdAj4BHAAAAPsCX/8AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAKDGDwM3NyN3QJ0rdwAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAMQBCAQUAAAAUAuMB8AAcAAAA+wIi/wAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AoMYPAzc3I3dAnSt3AAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAAGMAvAEFAAAAFAKAAUwAHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAKDGDwM3NyN3QJ0rdwAAAAAEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAAB4AAADjwAAACYGDwATAUFwcHNNRkNDAQDsAAAA7AAAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAcERFNNVDcAABNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAACgEAAgCDeAADABsAAAsBAAIAg2MAAwAbAAAMAQACAIgxAAABAQAACwEBAAAAAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAK5QBooCAAAKAGwZZq5sGWauUAaKAoDQDwMEAAAALQEBAAQAAADwAQAAAwAAAAAA), ![](data:image/x-wmf;base64,183GmgAAAAAAAAACYAIBCQAAAABwXgEACQAAA5YBAAACAI8AAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJgAgACCwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///6b////AAQAABgIAAAUAAAAJAgAAAAIFAAAAFAIdAlYBHAAAAPsCX/8AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAjGDwM3NyN3QJ0rdwAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAMXlCAQUAAAAUAuMBCAEcAAAA+wIi/wAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4ACMYPAzc3I3dAnSt3AAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAAGMAvAEFAAAAFAKAAV4AHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAjGDwM3NyN3QJ0rdwAAAAAEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAAB5AAADjwAAACYGDwATAUFwcHNNRkNDAQDsAAAA7AAAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAcERFNNVDcAABNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAACgEAAgCDeQADABsAAAsBAAIAg2MAAwAbAAAMAQACAIgxAAABAQAACwEBAAAAAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAJ1QBooCAAAKADgUZp04FGadUAaKAujPDwMEAAAALQEBAAQAAADwAQAAAwAAAAAA), ![](data:image/x-wmf;base64,183GmgAAAAAAAKABQAIBCQAAAADwXQEACQAAA1sBAAACAIYAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJAAqABCwAAACYGDwAMAE1hdGhUeXBlAABgABIAAAAmBg8AGgD/////AAAQAAAAwP///6b///9gAQAA5gEAAAUAAAAJAgAAAAIFAAAAFALjAQwBHAAAAPsCIv8AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAjGDwM3NyN3QJ0rdwAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAMXm8AQUAAAAUAoABRgAcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4ACMYPAzc3I3dAnSt3AAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAAFIAAAOGAAAAJgYPAAEBQXBwc01GQ0MBANoAAADaAAAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABwREU01UNwAAE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKAQACAINSAAMAGwAACwEAAgCIMQAAAQEAAAAACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAzAECAiJTeXN0ZW0A2VAGigIAAAoA/hNm2f4TZtlQBooC6M8PAwQAAAAtAQAABAAAAPABAQADAAAAAAA=) и координаты центра и радиус окружности 2 (внешний радиус кольцевой области) ![](data:image/x-wmf;base64,183GmgAAAAAAAAACYAIBCQAAAABwXgEACQAAA5YBAAACAI8AAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJgAgACCwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///6b////AAQAABgIAAAUAAAAJAgAAAAIFAAAAFAIdAlABHAAAAPsCX/8AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAjGDwM3NyN3QJ0rdwAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAMnlCAQUAAAAUAuMB8AAcAAAA+wIi/wAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4ACMYPAzc3I3dAnSt3AAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAAGN5vAEFAAAAFAKAAUwAHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAjGDwM3NyN3QJ0rdwAAAAAEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAAB4eQADjwAAACYGDwATAUFwcHNNRkNDAQDsAAAA7AAAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAcERFNNVDcAABNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAACgEAAgCDeAADABsAAAsBAAIAg2MAAwAbAAAMAQACAIgyAAABAQAACwEBAAAAAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAFZQBooCAAAKAIEZZlaBGWZWUAaKAujPDwMEAAAALQEBAAQAAADwAQAAAwAAAAAA), ![](data:image/x-wmf;base64,183GmgAAAAAAACACYAICCQAAAABTXgEACQAAA5YBAAACAI8AAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJgAiACCwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///6b////gAQAABgIAAAUAAAAJAgAAAAIFAAAAFAIdAmgBHAAAAPsCX/8AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAjGDwM3NyN3QJ0rdwAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAMnlCAQUAAAAUAuMBCAEcAAAA+wIi/wAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4ACMYPAzc3I3dAnSt3AAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAAGN5vAEFAAAAFAKAAV4AHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAjGDwM3NyN3QJ0rdwAAAAAEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAAB5eQADjwAAACYGDwATAUFwcHNNRkNDAQDsAAAA7AAAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAcERFNNVDcAABNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAACgEAAgCDeQADABsAAAsBAAIAg2MAAwAbAAAMAQACAIgyAAABAQAACwEBAAAAAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAA9QBooCAAAKAKkZZg+pGWYPUAaKAujPDwMEAAAALQEBAAQAAADwAQAAAwAAAAAA), ![](data:image/x-wmf;base64,183GmgAAAAAAAOABQAIACQAAAACxXQEACQAAA1sBAAACAIYAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJAAuABCwAAACYGDwAMAE1hdGhUeXBlAABgABIAAAAmBg8AGgD/////AAAQAAAAwP///6b///+gAQAA5gEAAAUAAAAJAgAAAAIFAAAAFALjASQBHAAAAPsCIv8AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAjGDwM3NyN3QJ0rdwAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAMnm8AQUAAAAUAoABRgAcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4ACMYPAzc3I3dAnSt3AAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAAFJ5AAOGAAAAJgYPAAEBQXBwc01GQ0MBANoAAADaAAAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABwREU01UNwAAE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKAQACAINSAAMAGwAACwEAAgCIMgAAAQEAAAAACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAzAECAiJTeXN0ZW0AglAGigIAAAoAKxVmgisVZoJQBooC6M8PAwQAAAAtAQAABAAAAPABAQADAAAAAAA=) Кольцевая область определена на координатной плоскости. Определить номера точек, которые лежат внутри кольца.

## 3.2. Решение задачи, код программы

import java.util.Scanner;  
import java.util.Random;  
import java.util.Arrays;  
public class Lab8Tsk3 {  
 public static void main(String[] args) {  
 Scanner scan = new Scanner(System.*in*);  
 Random rand = new Random();  
  
 // Ввод количества точек N  
 System.*out*.print("Введите N: ");  
 int n = scan.nextInt();  
  
 // Массивы координат x и y размера 2N  
 int[] x = new int[2 \* n];  
 int[] y = new int[2 \* n];  
  
 // Заполняем координаты x и y числами от 1 до 10  
 for (int i = 0; i < 2 \* n; i++) {  
 if (i % 2 == 0)  
 x[i] = rand.nextInt(10) + 1;  
 else  
 y[i / 2] = rand.nextInt(10) + 1;  
 }  
  
 // Выводим массив координат точек  
 System.*out*.println(Arrays.*toString*(x));  
 System.*out*.println(Arrays.*toString*(y));  
  
 // Ввод центров и радиусов кругов  
 System.*out*.print("Введите x1: ");  
 int x1 = scan.nextInt();  
 System.*out*.print("Введите y1: ");  
 int y1 = scan.nextInt();  
 System.*out*.print("Введите радиус R1: ");  
 int R1 = scan.nextInt();  
  
 System.*out*.print("Введите x2: ");  
 int x2 = scan.nextInt();  
 System.*out*.print("Введите y2: ");  
 int y2 = scan.nextInt();  
 System.*out*.print("Введите радиус R2: ");  
 int R2 = scan.nextInt();  
  
 // Метод для подсчета точек в кольцевой области  
  
  
 System.*out*.println("Точек в кольцевой области: " + *countPointsInRing*(x,y,n,x1,y1,R1,x2,y2,R2));  
 }  
 public static int countPointsInRing(int[] x, int[] y, int n,  
 int x1, int y1, int R1,  
 int x2, int y2, int R2) {  
  
 int pointsInRing = 0;  
  
 for (int i = 0; i < n; i++) {  
  
 int xPoint = x[2 \* i];  
 int yPoint = y[i];  
  
 // Проверяем попала ли точка в кольцевую область  
 if (((xPoint - x1) \* (xPoint - x1) + (yPoint - y1) \* (yPoint - y1)) >= R1 \* R1 &&  
 ((xPoint - x2) \* (xPoint - x2) + (yPoint - y2) \* (yPoint - y2)) <= R2 \* R2) {  
  
 pointsInRing++;  
 }  
 }  
  
 return pointsInRing;  
 }  
}

## 3.3. Тестирование работы программы с проверкой

Таблица 3

Тестирование работы программы и проверка результатов решения

|  |  |
| --- | --- |
| № п.п. | Решение Java |
| 1 |  |

# 

# Задание 4

## 4.1. Постановка задачи

Задание № 4. Дан массив n действительных чисел. Требуется упорядочить его по возрастанию. Выполнить сортировку элементов массива с использованием «гномьей» сортировки: сравниваются два соседних элемента ai и аi+1. Если ai ≤ ai+1, то продвигаются на один элемент вперед. Если ai > ai+1, то производится перестановка и сдвигаются на один элемент назад. Выполнить сравнение «гномьей» сортировки с сортировкой «пузырек», рассмотрев количество итераций, а так же промежуточные результаты сортировки.

## 4.2. Решение задачи, код программы

import java.util.Arrays;  
import java.util.Scanner;  
  
public class Lab8Tsk4 {  
 public static void gnomeSort(int[] arr) {  
 int i = 0;  
 while (i < arr.length) {  
 if (i == 0 || arr[i - 1] <= arr[i]) {  
 i++;  
 }  
 else {  
 int temp = arr[i];  
 arr[i] = arr[i - 1];  
 arr[i - 1] = temp;  
 i--;  
 }  
 }  
 }  
  
 public static void bubbleSort(int[] arr) {  
 for (int i = 0; i < arr.length - 1; i++) {  
 for (int j = 0; j < arr.length - i - 1; j++) {  
 if (arr[j] > arr[j + 1]) {  
 int temp = arr[j];  
 arr[j] = arr[j + 1];  
 arr[j + 1] = temp;  
 }  
 }  
 }  
 }  
  
 public static void main(String[] args) {  
 Scanner scan = new Scanner(System.*in*);  
 System.*out*.println("Введите размер массива: ");  
 int n = scan.nextInt();  
  
 int[] arr = new int[n];  
  
 for (int i = 0; i < n; i++) {  
 System.*out*.print("arr[" + i + "] = ");  
 int value = scan.nextInt();  
 arr[i] = value;  
 }  
  
 int[] arrCopy = Arrays.*copyOf*(arr, arr.length);  
  
 System.*out*.println("Исходный массив: ");  
 System.*out*.println(Arrays.*toString*(arr));  
  
 System.*out*.println("Сортировка гномья: ");  
 *gnomeSort*(arr);  
 System.*out*.println(Arrays.*toString*(arr));  
  
 System.*out*.println("Сортировка пузырьком: ");  
 *bubbleSort*(arrCopy);  
 System.*out*.println(Arrays.*toString*(arrCopy));  
 }  
}

## 4.3. Тестирование работы программы

Таблица 4

Тестирование работы программы и проверка результатов решения
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| --- | --- |
| № п.п. | Решение Java |
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# Задание 5

## 5.1. Постановка задачи

В заданной матрице поменять местами главную и побочную диагонали.

## 5.2. Решение задачи, код программы

public class Lab8Tsk5 {  
  
 public static void swapDiagonals(int[][] matrix) {  
  
 int size = matrix.length;  
  
 for (int i = 0; i < size; i++) {  
 for (int j = 0; j < size; j++) {  
  
 if (i == j) { // Элемент на главной диагонали  
  
 int temp = matrix[i][j];  
 matrix[i][j] = matrix[j][size - 1 - j];  
 matrix[j][size - 1 - j] = temp;  
 }  
  
 if (i + j == size - 1) { // Элемент на побочной диагонали  
  
 int temp = matrix[i][j];  
 matrix[i][j] = matrix[size - 1 - i][size - 1 - j];  
 matrix[size - 1 - i][size - 1 - j] = temp;  
 }  
 }  
 }  
 }  
  
  
  
 public static void main(String[] args) {  
  
 int[][] matrix = {  
 {1, 2, 3},  
 {4, 5, 6},  
 {7, 8, 9}  
 };  
  
 System.*out*.println("Исходная матрица:");  
 *printMatrix*(matrix);  
  
 *swapDiagonals*(matrix);  
  
 System.*out*.println("Матрица после обмена диагоналей:");  
 *printMatrix*(matrix);  
 }  
  
 public static void printMatrix(int[][] matrix) {  
 for (int[] ints : matrix) {  
  
 for (int anInt : ints) {  
  
 System.*out*.print(anInt + " ");  
  
 }  
  
 System.*out*.println();  
  
  
 }  
 }  
}

## 5.3. Тестирование работы программы с проверкой

Таблица 5

Тестирование работы программы и проверка результатов решения

|  |  |
| --- | --- |
| № п.п. | Решение Java |
| 1 |  |

# Задание 6.

## 6.1. Постановка задачи

Задание № 6. Пусть целочисленная матрица размером n × m содержит информацию об учениках некоторого класса из n человек. В 0-м столбце проставлена масса (кг), во 1-ом – рост (см), во 2-ом – успеваемость (средний балл), в 3-ем – численность семьи. Ученик называется  *среднестатистическим* по k-му параметру (*уникальным* по k-му параметру), если на нем достигается минимум (максимум) модуля разности среднего арифметического чисел из k-го столбца и значения k-го параметра этого ученика. Определить количество среднестатистических учеников в классе по массе (минимум (максимум) модуля разности среднего арифметического чисел из k-го столбца и значения k-го параметра этого ученика ±δ (параметр веденный пользователем, бесконечно малое)) и записать их в отдельный двумерный массив и самого уникального ученика по массе и записать его данные в одномерный массив. Создать уникальный стилизованный вывод результатов.

## 6.2. Решение задачи, код программы

import java.util.Scanner;  
public class Lab8Tsk6 {  
 // n - строки  
 static int *n*;  
  
 // m - столбцы  
 static int *m*;  
  
 public static void main(String[] args) {  
 Scanner sc = new Scanner(System.*in*);  
 System.*out*.println("Введите кол-во строк");  
 int n = sc.nextInt();  
 System.*out*.println("Введите кол-во столбцов");  
 int m = sc.nextInt();  
  
 int[][] matrix = new int[n][m];  
 for (int i = 0; i < n; i++)  
 for (int j = 0; j < m; j++)  
 matrix[i][j] = (int)(Math.*random*() \* 100);  
 System.*out*.println("Введите бескон малое");  
 double delta = sc.nextDouble();  
  
  
 if (delta >= 1) {  
 System.*out*.println("Погрешность должна быть бесконечно малой!");  
 return;  
 }  
  
 int[][] averageStudents = *getAverageStudents*(matrix, 0, delta);  
 int[] uniqueStudent = *getUniqueStudent*(matrix, 0, delta);  
  
 *printResults*(averageStudents, uniqueStudent);  
 }  
  
 public static double getAverage(int[][] matrix, int col) {  
  
 int sum = 0;  
 for (int[] ints : matrix) {  
 sum += ints[col];  
 }  
  
 return (double) sum / matrix.length;  
 }  
  
 public static int[][] getAverageStudents(int[][] matrix, int col, double delta) {  
  
 double average = *getAverage*(matrix, col);  
  
 int[][] result = new int[*n*][*m*];  
 int count = 0;  
 for (int i = 0; i < *n*; i++) {  
 if (Math.*abs*(matrix[i][col] - average) <= delta+ 0.00001) {  
 result[count++] = matrix[i];  
 }  
 if (count == result.length) break;  
 }  
 return result;  
 }  
  
 public static int[] getUniqueStudent(int[][] matrix, int col, double delta) {  
  
 double minDiff = Double.*MAX\_VALUE*;  
 int index = 0;  
  
 for (int i = 0; i < *n*; i++) {  
 double diff = Math.*abs*(matrix[i][col] - *getAverage*(matrix, col));  
 if (diff < minDiff && diff <= delta+ 0.00001){  
 minDiff = diff;  
 index = i;  
 }  
 }  
 return matrix[index];  
 }  
 public static void printResults(int[][] average, int[] unique) {  
 System.*out*.println("Среднестатистики:");  
 for (int[] row : average) {  
  
 // Вывод данных одного студента  
 System.*out*.println(row[0] + " " +  
 row[1] + " " +  
 row[2] + " " +  
 row[3]);  
 }  
  
 System.*out*.println("Уникальный студент:");  
 System.*out*.println(unique[0] + " " +  
 unique[1] + " " +  
 unique[2] + " " +  
 unique[3]);  
 }  
}

## 6.3. Тестирование работы программы с проверкой

Таблица 6

Тестирование работы программы и проверка результатов решения
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# Задание 7

## 7.1. Постановка задачи

Задание № 7. Заполнить двумерный массив n×n по образцу. Образец заполнения и пример:

|  |  |
| --- | --- |
| Образец заполнения массива | Пример |
|  |  |

Задание № 8.Заполнить двумерный массив n×n по образцу. Матрица заполняется автоматически для любого n. Создать метод заполнения блока матрицы и отпараметризировав заполнение заполнить при помощи метода всю матрицу. Образец заполнения:

## 7.2. Решение задачи, код программы

import java.util.Scanner;  
public class Lab8Tsk7 {  
 public static void main(String[] args) {  
 Scanner scan = new Scanner(System.*in*);  
 System.*out*.println("Введите размер мтарицы");  
 int n = scan.nextInt();  
 int[][] spiral = new int[n][n];  
  
 int num = n \* n; // Начальное значение  
 int minRow = 0;  
 int minCol = 0;  
 int maxRow = n - 1;  
 int maxCol = n - 1;  
 if (n % 2 == 0) *even*(minRow, minCol, maxCol, maxRow, num, spiral);  
 else *odd*(minRow, minCol, maxCol, maxRow, num, spiral);  
 *out*(n, spiral);  
  
  
 }  
  
 private static void even(int minRow, int minCol, int maxCol, int maxRow, int num, int[][] spiral) {  
  
 while (num >= 1) {  
 // Левая граница  
 for (int i = minRow; i <= maxRow; i++) {  
 spiral[i][minCol] = num--;  
 }  
 minCol++;///????  
  
 // Нижняя граница  
 for (int i = minCol; i <= maxCol; i++) {  
 spiral[maxRow][i] = num--;  
 }  
 maxRow--;  
  
 // Правая граница  
 for (int i = maxRow; i >= minRow; i--) {  
 spiral[i][maxCol] = num--;  
 }  
 maxCol--;  
  
  
 // Верхняя граница  
 for (int i = maxCol; i >= minCol; i--) {  
 spiral[minRow][i] = num--;  
 }  
 minRow++;  
 }  
  
 }  
 private static void odd(int minRow, int minCol, int maxCol, int maxRow, int num, int[][] spiral) {  
  
 while (num >= 1) {  
 // Правая граница  
 for (int i = maxRow; i >= minRow; i--) {  
 spiral[i][maxCol] = num--;  
 }  
 maxCol--;  
  
 // Верхняя граница  
 for (int i = maxCol; i >= minCol; i--) {  
 spiral[minRow][i] = num--;  
 }  
 minRow++;  
  
 // Левая граница  
 for (int i = minRow; i <= maxRow; i++) {  
 spiral[i][minCol] = num--;  
 }  
 minCol++;  
  
 // Нижняя граница  
 for (int i = minCol; i <= maxCol; i++) {  
 spiral[maxRow][i] = num--;  
 }  
 maxRow--;  
  
 }  
  
 }  
  
 public static void out(int n, int[][] spiral) {  
 for (int i = 0; i < n; i++) {  
  
 for (int j = 0; j < n; j++) {  
  
 if (spiral[i][j] < 10) {  
 System.*out*.print(" " + spiral[i][j] + " ");  
 } else {  
 System.*out*.print(spiral[i][j] + " ");  
 }  
 }  
 System.*out*.println();  
 }  
 }  
 }

Таблица 7

## 7.3. Тестирование работы программы с проверкой

|  |  |
| --- | --- |
| № п.п. | Решение Java |
| 1 |  |

# Задание 8

## 8.1. Постановка задачи

Задание № 8.Заполнить двумерный массив n×n по образцу. Матрица заполняется автоматически для любого n. Создать метод заполнения блока матрицы и отпараметризировав заполнение заполнить при помощи метода всю матрицу. Образец заполнения:
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## 8.2. Решение задачи, код программы

import java.util.Scanner;  
public class Lab8Tsk8 {  
 public static void main(String[] args) {  
 Scanner in = new Scanner(System.*in*);  
 System.*out*.println("input n");  
 int n = in.nextInt();  
 int [][] arr = new int[n][n];  
 int k\_max = (n \* n - n)/2 + n;  
 *FillTheBlock*(arr,n/2 - 1,n/2 - 1,0,0,k\_max);  
 *FillTheBlock*(arr,n/2 - 1,n-1,0,n/2,k\_max);  
 *FillTheBlock*(arr,n/2,0,n/2 - 1,n - 1,k\_max);  
 *FillTheBlock*(arr,n/2,n/2,n - 1,n - 1,k\_max);  
 *PrintArr*(arr);  
 }  
 public static void FillTheBlock(int [][] arr,int x, int y, int m, int end\_x,int k\_max){  
 int k = 1;  
 for (int lp = 0,c = x; lp < m; lp++,c++){  
 if (k >= k\_max) break;  
 for (int i = y + lp; i <= m - lp - 1; i++){  
 arr[i][c] = k++;  
 }  
 for (int l = m - 3 \* lp, b = x + 2 \* lp; l >= y + lp; l--, b++){  
 arr[l][b] = k++;  
 }  
 for (int h = end\_x - 2 \* lp - 1,h1 = y + lp; h >= x + 1 + lp ; h--){  
 arr[h1][h] = k++;  
 }  
 }  
 }  
 public static void PrintArr(int[][] arr){  
 for (int[] ints : arr) {  
 for (int anInt : ints) {  
 System.*out*.print(anInt + "\t");  
 }  
 System.*out*.println();  
 }  
 }  
  
}

Таблица 8

## 8.3. Тестирование работы программы с проверкой

|  |  |
| --- | --- |
| № п.п. | Решение Java |
| 1 |  |

# Задание 9

## 9.1. Постановка задачи

Задание № 9. Заполнить двумерный массив 2n×2n по образцу. Матрица заполняется автоматически для любого n. Создать метод заполнения блоков матрицы и отпараметризировав выполнить заполнение всей матрицы при помощи методов. Образец заполнения:

![](data:image/x-wmf;base64,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)

9.2. Решение задачи, код программы

import java.util.Scanner;  
 class Lab8Tsk9 {  
 public static void main(String[] args) {  
 Scanner in = new Scanner(System.*in*);  
 System.*out*.println("input n");  
 int n = in.nextInt();  
 int [][] arr = new int[n][n];  
 int k\_max = (n \* n - n)/2 + n;  
 *FillTheBlock\_1*(arr,0,0,n/2 - 1);  
 *FillTheBlock\_1*(arr,0,n/2,n - 1);  
 *FillTheBlock\_2*(arr,n/2, 0,n - 1, n/2 \* n/2 ,n/2, n);  
 *FillTheBlock\_2*(arr,n/2, n/2,n - 1, n/2 \* n/2 ,n, n);  
 *PrintArr*(arr);  
 }  
 public static void FillTheBlock\_1(int [][] arr, int x, int y, int m){  
 int k = 1;  
 for (int lp = 0,c = x; lp <= m/2; lp++,c += 2){  
 for (int i = y + 2 \* lp; i <= m; i ++){  
 arr[i][c] = k++;  
 }  
 for (int j = m, j\_y = c + 1; j >= y + 2 \* lp + 1; j--){  
 arr[j][j\_y] =k++;  
 }  
 }  
 }  
 public static void FillTheBlock\_2(int [][] arr,int x, int y, int m, int max, int end\_y, int size){ // x = 4 y = 0 m = 7  
 int k = 1;int lp = 0;  
 while (k < max){  
 for (int i = end\_y - lp - 1, j = m - lp; i >= y + lp; i--){  
 arr[i][j] = k++;  
 }  
 for (int i = m - lp - 1, j = y + lp; i >= x + lp; i--){  
 arr[j][i] = k++;  
 }  
 for (int i = y + lp + 1, j = x + lp; i < end\_y - lp; i++){  
 arr[i][j] = k++;  
 }  
 for (int i = x + lp + 1, j = end\_y - lp - 1; i < m - lp; i++){  
 arr[j][i] = k++;  
 }  
 lp++;  
 if ((size/2) % 2 != 0){  
 arr[y + lp][x + lp] = max;  
 }  
 }  
 }  
 public static void PrintArr(int[][] arr){  
 for (int[] ints : arr) {  
 for (int anInt : ints) {  
 System.*out*.print(anInt + "\t");  
 }  
 System.*out*.println();  
 }  
 }  
}

## 9.3. Тестирование работы программы с проверкой

|  |  |
| --- | --- |
| № п.п. | Решение Java |
| 1 |  |

# Задание 10

## 10.1. Постановка задачи

Задание № 10. Дана матрица с N точками в пространстве, 0-я строчка координаты х, 1-я строчка координаты y. Определить для каждой точки попала ли она в закрашенную область, с использованием массива N элементов (1 – точка попала внутрь области, 0 – точка на границе области, -1 – точка вне области). Области взять из лабораторной работы № 2 задание 5 (условия проверки реализовать как метод). Создать метод для стилизованного вывода ответов по попаданию точки в область в соответствии с массивом данных о попадании точки.

## 10.2. Решение задачи, код программы

import java.util.Scanner;  
  
public class Lab8Tsk10 {  
 public static void main(String[] args) {  
 Scanner sc = new Scanner(System.*in*);  
  
 // Считываем координаты точек  
 int N = sc.nextInt(); // Количество точек  
 int[][] points = new int[N][2]; // Матрица координат Nx2  
 for (int i = 0; i < N; i++) {  
 points[i][0] = sc.nextInt(); // x  
 points[i][1] = sc.nextInt(); // y  
 }  
  
 // Определяем попадание в область  
 int[] result = *checkPoints*(points);  
  
 // Вывод результатов  
 *printResults*(result);  
 }  
  
 public static int[] checkPoints(int[][] points) {  
 int[] result = new int[points.length];  
  
 // Проверка попадания каждой точки в область  
 for (int i = 0; i < points.length; i++) {  
  
 // Условие, какая область  
 if (points[i][0] >= 0 && points[i][1] >= 0) {  
 result[i] = 1; // Попала в область  
 } else {  
 result[i] = -1; // Вне области  
 }  
 }  
  
 return result;  
 }  
  
 public static void printResults(int[] result) {  
 for (int i = 0; i < result.length; i++) {  
  
 if (result[i] == 1) {  
 System.*out*.println("Точка " + (i + 1) + " попала внутрь области");  
 } else {  
 System.*out*.println("Точка " + (i + 1) + " вне области");  
 }  
 }  
 }  
}

Таблица 10

## 10.3. Тестирование работы программы с проверкой

|  |  |
| --- | --- |
| № п.п. | Решение Java |
| 1 |  |

# Задание 11

## 11.1. Постановка задачи

Задание № 11. Дан двумерный массив 2×3N, где N – количество предполагаемых треугольников. Пользователь вводит данные по координатам вершин треугольников в двумерный массив. Создать двумерный массив ответов для N предполагаемых треугольников: 0-я строчка результаты проверки о существовании треугольника с введенными вершинами (1 – существует; 0 – не существует); 1-я строчка классификация треугольников (1 – равносторонний; 2 – прямоугольный; 3 – равнобедренный; 4 – произвольный; 0 – если такого треугольника не существует); 2-я строчка площадь треугольника, если он существует, иначе 0. Создать метод для стилизованного вывода ответов. Проверить есть ли треугольники одинаковой площади, вывести ответ, если такие треугольники есть, то указать их номера.

## 11.2. Решение задачи, код программы

import java.util.\*;  
public class Lab8Tsk11 {  
 public static void main(String[] args) {  
 Scanner scanner = new Scanner(System.*in*);  
 System.*out*.println("Введите кол-во треугольников:");  
 int n = scanner.nextInt();  
 double[][] vertices = new double[2][3 \* n];  
 for (int i = 0; i < 3 \* n; i++) {  
 vertices[i % 2][i] = scanner.nextDouble();  
 }  
 for (int i = 0; i < n; i++) {  
 double[] v1 = {vertices[0][3 \* i], vertices[1][3 \* i]};  
 double[] v2 = {vertices[0][3 \* i + 1], vertices[1][3 \* i + 1]};  
 double[] v3 = {vertices[0][3 \* i + 2], vertices[1][3 \* i + 2]};  
 double a = *dist*(v1, v2);  
 double b = *dist*(v2, v3);  
 double c = *dist*(v3, v1);  
 double s = *area*(a, b, c);  
 if (Double.*isNaN*(s)) {  
 System.*out*.printf("Треугольник %d: не существует.\n", i + 1);  
 } else {  
 int type = *classify*(a, b, c);  
 String typeStr = *getTypeString*(type);  
 int sides = *getSides*(a, b, c);  
 String sidesStr = *getSidesString*(sides);  
 System.*out*.printf("Треугольник %d: %s, %s, площадь = %.2f.\n", i + 1, typeStr, sidesStr, s);  
 }  
 }  
 Set<Integer> sameAreaTriangles = new HashSet<>();  
 for (int i = 0; i < n; i++) {  
 for (int j = i + 1; j < n; j++) {  
 if (vertices[0][3 \* i] == vertices[0][3 \* j] && vertices[1][3 \* i] == vertices[1][3 \* j] && vertices[0][3 \* i + 1] == vertices[0][3 \* j + 1] && vertices[1][3 \* i + 1] == vertices[1][3 \* j + 1] && vertices[0][3 \* i + 2] == vertices[0][3 \* j + 2] && vertices[1][3 \* i + 2] == vertices[1][3 \* j + 2]) {  
 sameAreaTriangles.add(i + 1);  
 sameAreaTriangles.add(j + 1);  
 }  
 }  
 }  
 if (!sameAreaTriangles.isEmpty()) {  
 System.*out*.printf("Треугольники с одинаковой площадью: %s\n", sameAreaTriangles);  
 }  
 }  
  
 private static double dist(double[] v1, double[] v2) {  
 return Math.*sqrt*((v1[0] - v2[0]) \* (v1[0] - v2[0]) + (v1[1] - v2[1]) \* (v1[1] - v2[1]));  
 }  
  
 private static double area(double a, double b, double c) {  
 double s = (a + b + c) / 2.0;  
 return Math.*sqrt*(s \* (s - a) \* (s - b) \* (s - c));  
 }  
  
 private static int classify(double a, double b, double c) {  
 if (a == b && b == c) {  
 return 1; // Равносторонний  
 } else if (a == b || b == c || c == a) {  
 return 2; // Равнобедренный  
 } else {  
 return 3; // Разносторонний  
 }  
 }  
  
 private static int getSides(double a, double b, double c) {  
 if (a == b && b == c) {  
 return 3; // Три одинаковых стороны  
 } else if (a == b || b == c || c == a) {  
 return 2; // Две одинаковых стороны  
 } else {  
 return 0; // Нет одинаковых сторон  
 }  
 }  
  
 private static String getTypeString(int type) {  
 switch (type) {  
 case 1:  
 return "равносторонний";  
 case 2:  
 return "равнобедренный";  
 case 3:  
 return "разносторонний";  
 default:  
 return "некорректный тип треугольника";  
 }  
 }  
  
 private static String getSidesString(int sides) {  
 switch (sides) {  
 case 0:  
 return "нет одинаковых сторон";  
 case 2:  
 return "две одинаковых стороны";  
 case 3:  
 return "три одинаковых стороны";  
 default:  
 return "некорректное число одинаковых сторон";  
 }  
 }  
}

Таблица 11

## 11.3. Тестирование работы программы с проверкой

|  |  |
| --- | --- |
| № п.п. | Решение Java |
| 1 |  |

# Задание 12

## 12.1. Постановка задачи

Задание № 12. Дан двумерный квадратный массив A и двумерный квадратный массив обратный к первому A-1. При этом пользователь вводит размерность массива и данные сам и может допустить ошибку при вычислении обратной матрицы или при вводе. Поэтому выполнить проверку соответствуют ли массивы свойству A\* A-1=E, где E – это единичная матрица.

## 12.2. Решение задачи, код программы

import java.util.Scanner;  
public class Lab8Tsk12 {  
 public static void main(String[] args) {  
 Scanner sc = new Scanner(System.*in*);  
  
 System.*out*.print("Введите размер квадратной матрицы: ");  
 int n = sc.nextInt();  
 int[][] a = new int[n][n];  
  
 System.*out*.println("Введите элементы матрицы A:");  
 for (int i = 0; i < n; i++) {  
 for (int j = 0; j < n; j++) {  
 a[i][j] = sc.nextInt();  
 }  
 }  
  
 int[][] a\_inverse = new int[n][n];  
  
 System.*out*.println("Введите элементы обратной матрицы A-1:");  
 for (int i = 0; i < n; i++) {  
 for (int j = 0; j < n; j++) {  
 a\_inverse[i][j] = sc.nextInt();  
 }  
 }  
  
 // Проверяем выполняется ли условие A \* A-1 = E  
 boolean check = *multiply*(a, a\_inverse);  
  
 if (check) {  
 System.*out*.println("Матрицы A и A-1 корректны");  
 } else {  
 System.*out*.println("Ошибка в обратной матрице или исходных данных");  
 }  
 }  
  
 public static boolean multiply(int[][] a, int[][] inverse) {  
  
 int[][] result = *multiplyMatrix*(a, inverse);  
 int[][] e = *createUnitMatrix*(a.length);  
  
 for (int i = 0; i < a.length; i++) {  
 for (int j = 0; j < a[0].length; j++) {  
 if (result[i][j] != e[i][j]) return false;  
 }  
 }  
 return true;  
 }  
 public static int[][] multiplyMatrix(int[][] a, int[][] b) {  
 int[][] result = new int[a.length][b[0].length];  
  
 for (int i = 0; i < a.length; i++) {  
 for (int j = 0; j < b[0].length; j++) {  
 for (int k = 0; k < a[0].length; k++) {  
 result[i][j] += a[i][k] \* b[k][j];  
 }  
 }  
 }  
 return result;  
 }  
 public static int[][] createUnitMatrix(int n) {  
 int[][] e = new int[n][n];  
  
 for (int i = 0; i < n; i++) {  
 for (int j = 0; j < n; j++) {  
 if(i == j) e[i][j] = 1;  
 else e[i][j] = 0;  
 }  
 }  
 return e;  
 }  
  
}

Таблица 12

## 12.3. Тестирование работы программы с проверкой

|  |  |
| --- | --- |
| № п.п. | Решение Java |
| 1 |  |